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Logistics is situated at the epicenter of both production and consumption, its role 

in the economy is becoming more and more significant. A logistics company is a 

business that specializes in offering logistics services; an example of such a 

business in Bandung is a logistics company that offers pickup and delivery 

services. Of the many locations that will be visited by couriers every day, of 

course, effective vehicle route management is needed to minimize costs, time, and 

vehicle efficiency. Therefore, the goal is to find the shortest route from one 

location to another based on the distance factor. To achieve this goal, the A* 

algorithm is used using Python as a solution to find the shortest route and Dijkstra 

as a comparison of route search algorithms. The study's findings demonstrated 

that the A* algorithm, with a calculation time of 0.0004022 ms, was efficient in 

finding the shortest path while requiring the least amount of CPU processing at 

5.56%. While Dijkstra took 7.29% of the computation and produced a time of 

0.033026 ms. A* proved effective in finding the shortest route by producing a 

distance of 3.11 km. While other routes produced distances of 3.34 km, 4.54 km, 

and 4.77 km. In addition, the use of a GUI has been successfully implemented as 

an interactive visualization so that couriers can easily find the shortest route along 

with the distance traveled. The logistics company can use the A* algorithm and 

the GUI developed to improve the efficiency of delivery and pickup of goods. By 

utilizing optimized shortest route searches, companies can save time and increase 

customer satisfaction through faster and more efficient delivery. 
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INTRODUCTION  

Because logistics is situated at the hub of both production and consumption, its significance in a 

market economy is growing(Zhu & Zhu, 2023).  Logistics management is crucial to the supply chain 

because it manages the smooth and efficient movement of funds, information, and items between businesses 

in order to meet the needs of final customers(Cano et al., 2021). In order to accomplish this, logistics 

management needs to leverage technology to support its business activities, including service management, 

transportation, distribution, customer service, and other operations, that effectively captures, processes, and 

transmits information(Winkelhaus & H. Grosse, 2019). 

Transportation, distribution, and warehousing are just a few of the supply chain operations that 

logistics companies assist their clients with managing(Ngo, 2023). One of them is a logistics company in 

the city of Bandung that provides pickup and delivery services. In this service, the activity planning and 

time management stages are the stages that determine the success of a pickup and delivery service. The 
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following are the main obstacles to last-mile delivery: cost, time constraints, sustainability, growing 

volumes, and an aging workforce(Boysen. Nils et al., 2020). For instance, delivery trucks drive erratically 

and go needless distances(Jiang & Mahmassani, 2014) and causes expenditures of up to 60% of total 

emissions (Dablanc et al., 2011).  

Based on this, the need for optimal vehicle routes for pickup and delivery services becomes 

important (Pane et al., 2019) in pickup and delivery services. This is because in this modern era, the logistics 

system needs to undergo a transformation in order to produce a more efficient model, with as little negative 

impact as possible on the environment(Palacin et al., 2023). Therefore, logistics blended with technology 

has become a promising solution to deal with such problems(Feng & Ye, 2021).  

Even though there are various route search algorithms available, their application in the context of 

pickup and delivery services in logistics companies in the city of Bandung is still flexible. A research gap 

arises in the lack of specific studies regarding the application of shortest route search algorithms in this 

context. Therefore, this research is recommended to fill this knowledge gap by focusing on finding the 

shortest route for pickup and delivery services in the specific context of logistics companies in the city of 

Bandung. 

Numerous graph search algorithms are available in the scientific literature that may search a graph 

or navigation tree to determine the shortest path between two nodes(Palacin et al., 2023). The pathfinding 

research community has long employed the search algorithm A*. Its effectiveness, ease of use, and 

adaptability are frequently cited as advantages over other instruments. A* has become a popular choice 

among academics for solving pathfinding problems due to its versatility and widespread use(Foead et al., 

2021). Since no other optimization algorithm can guarantee the expansion of fewer nodes, A-star search 

has the primary benefit and is widely used to explore thick or enormous graphs in challenging issues(Foead 

et al., 2021). 

Thus, the goal of this study is to determine the most practical path—in this example, the shortest 

path given the distance factor—for logistics firms' pickup and delivery services. Put differently, it searches 

through all of the current routes for the shortest path that will get it from the starting point to the destination 

with the least amount of weight(Gede, 2018). Apart from that, effective routes are also created to avoid 

back and forth work being carried out by couriers. In addition, stopping locations can be applied if the 

courier will visit more than one location. So the desired location can be used as a route consideration so 

that couriers can also visit these locations. 

This research will focus on logistics companies based in the city of Bandung, Indonesia, but with 

their identities disguised to maintain confidentiality. The data used is the main branch office as the starting 

point and ending point along with the addresses and pickup and delivery routes in the form of latitude and 

longitude from the location point. To achieve the research objectives, the A* Algorithm with the Python 

programming language was used as the calculation process used. To perform pickup and delivery service 

activities, the A* algorithm finds the shortest path from the main branch office to customer addresses. In 

this research, the use of the A* algorithm is limited to considering distance as a determining factor for 

finding the shortest path. Thus, the variable considered in this study is only distance, with other factors such 

as time, cost, or traffic conditions not considered, with the assumption that other factors are insignificant 

or can be ignored in the context of shortest path search. The discussion will be significantly strengthened 

by including a comparative analysis with other pathfinding algorithms, namely the Dijkstra algorithm. This 

comparison will include the resulting route distance, computation time, and CPU usage. A graph's shortest 
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path can be found using the Dijkstra algorithm(Behún et al., 2022). This will offer a more thorough 

assessment of the pathfinding algorithm. Thus, a more complete picture of the performance of the algorithm 

used will be obtained. 

The output of the research is to find out the closest vehicle route to carry out pickup and delivery 

services. It is anticipated that the study's findings will help businesses in the logistics industry, particularly 

those offering pickup and delivery services, and will also contribute to enhancing those services' 

effectiveness. 

 

RESEARCH METHODS  

Researchers must be familiar with both methodology and research methods/techniques (Patel & 

Patel, 2019). To accomplish the ultimate research goal, this study was conducted in phases. Research begins 

with the planning stage as the beginning of determining the topic and determining the research objectives. 

Then the stage continues for data collection and exploration of supporting theories. The next stage is the 

stage to analyze the collected data. Then the next step is to implement to create graphs, find heuristic values, 

and apply A* and Dijkstra. Then for the last stage is to evaluate the work with a comparison of algorithms 

and create a GUI. The methodology used to achieve the objectives in Figure 1. 

 

Figure 1. Research Methodology Flow 

1. Planning Stage 

At this stage there are two activities, which are described as follows. 

a. Determine the topic 

The act of choosing a specific issue or problem to be looked into further with the intention 

of identifying, evaluating, and comprehending certain parts of the topic in line with the specified 

study objectives is known as picking a research topic. Where the topic chosen in this research is 

optimizing pickup and delivery service routes. 

b. Determine the formulation of problems and objectives 

The issue that needs to be addressed is the requirement for the best possible vehicle route 

for delivery and pickup services—in this example, the quickest path given the distance factor. 

To get closer to the trip is the aim. This is due to the fact that route optimization offers advantages 
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including increasing worker productivity, cutting down on maintenance expenses, and drastically 

lowering fuel usage(Durdu & Kaya, 2023). 

 

2. Data Collection Stage 

At this stage there are two activities, which are described as follows. 

a. Collection of location data information 

The goal of the data collection method is to obtain understanding of the research 

issue(Taherdoost, 2021). The practice of gathering facts, information, and notes on historical 

events or circumstances for use in analysis, study, or a deeper comprehension of how a specific 

issue or setting developed from the viewpoint of the past is referred to as location data 

information collection. In this case, the information obtained is the location of the main branch 

office along with the location of the consumer's address and the location of the branch route. The 

data obtained are the location coordinates. These location points are called nodes. The node 

addresses and labels used are as in Table 1. 

Table 1. Location Data and Coordinates 

Location Label Coordinate Location Label Coordinate 

Office A (-6.919792, 107.606014) Location13 N (-6.925884, 107.607131) 

Location1 B (-6.915593, 107.601029) Location14 O (-6.927419, 107.607004) 

Location2 C (-6.927422, 107.610256) Location15 P (-6.928340, 107.609310) 

Location3 D (-6.924132, 107.606715) Location16 Q (-6.927377, 107.605908) 

Location4 E (-6.916932, 107.604728) Location17 R (-6.927251, 107.603658) 

Location5 F (-6.927167, 107.606442) Location18 S (-6.920806, 107.604099) 

Location6 G (-6.920149, 107.606520) Location19 T (-6.920128, 107.598304) 

Location7 H (-6.921020, 107.606448) Location20 U (-6.916292, 107.598179) 

Location8 I (-6.921194, 107.607428) Location21 V (-6.916175, 107.600292) 

Location9 J (-6.922484, 107.607500) Location22 W (-6.914935, 107.600452) 

Location10 K (-6.922474, 107.607067) Location23 X (-6.916161, 107.600585) 

Location11 L (-6.922382, 107.606355) Location24 Y (-6.915815, 107.604469) 

Location12 M (-6.925660, 107.606076) Location25 Z (-6.915489, 107.606512) 
 

Node A is specified as the starting point, so the route starts from node A and ends at the final 

destination node according to the request. Information is searched using Google Maps to present a 

route formed as in Figure 2. 

 

Figure 2. Route Graph with A-Z Labels Based on Google Maps 

http://dx.doi.org/10.35671/telematika.v17i2.2860


Telematika – Vol. 17, No. 2, August (2024) pp. 95-111 ISSN 2442-4528 (Online)  | ISSN 1979-925X (Print) 

 

99 http://dx.doi.org/10.35671/telematika.v17i2.2860  

 

All node information, both labels and point coordinates, are made into a dataframe in Python as 

in Table. 2, which consists of the top 5 data out of 26 data. 

Table 2. Location Dataframe and Coordinates 

Nodes Latitude_Node Longitude_Node 

A -6.919792 107.606014 

B -6.915593 107.601029 

C -6.927422 107.610256 

D -6.924132 107.606715 

E -6.916932 107.604728 

b. Literature Review 

A literature review is, in general, a methodical approach to gathering and summarizing prior 

information. A solid basis for knowledge advancement and the facilitation of theory formation 

is created by an efficient and well-conducted review as a research method(Snyder, 2019). To do 

this, a number of journals, research papers, or other documents pertaining to or relating to 

ongoing research are examined(Trivaika & Senubekti, 2022). The study in question is to find the 

theoretical basis of the A* and Dijkstra algorithms and how to apply them. 

The pathfinding research community has long employed the search algorithm A*. The 

fundamental idea behind A-Star is to repeatedly investigate the least-traveled areas. If the 

objective is location, then this method is finished. In the event that it is not the intended outcome, 

A-Star will identify nearby venues and investigate alternative options. The terms starting point, 

node, open list, closed list, price (cost), and resistance are fundamental to the A-Star 

algorithm(Candra et al., 2021). 

One of the simplest methods for figuring out the slope of a node plot in a given graph is the 

A-Star (A*) algorithm. In a two-way weighted network, the A* heuristic algorithm is used to 

determine the shortest path between two vertices(Aswandi & Marlina, 2023). A graph is a 

structure composed of subunits that multiply an object and are connected by edges that describe 

the relationship between the object and the subunits(Pranoto, 2020). 

Graph calculations use the following formula (1): 

𝐺 =  (𝑉, 𝐸)   (1) 

Where: 

G = Graph 

𝑉 = A non-empty set contains nodes {v1, v2, v3, ... , vn}  

𝐸 = A non-empty set contains edges {e1,e2, ..., en} 

 

The A-Star (A*) algorithm is similar to the Djikstra algorithm, but it uses functions called 

heuristics to estimate the data in the process(Pranoto, 2020). Using heuristic methods to estimate 

remaining costs from the starting node to the destination point. This condition gives the A star 

algorithm an opportunity to select the next closest node and optimize the search for the shortest 

route. The A-Star algorithm is a heuristic search algorithm for finding the optimal path in a static 

obstacle environment(Sheng et al., 2018). Use of heuristic methods to estimate remaining costs 

from the starting node to the destination point. This condition provides an opportunity for the A 
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star algorithm to select the next closest node and optimize the search for the shortest route. 

Calculation of the shortest route in the A-Star algorithm uses the following formula (2): 

𝑓(𝑛)  =  𝑔(𝑛)  +  ℎ(𝑛)   (2) 

Where: 

𝑔 = Distance required to move from the starting point to a point n on a map 

ℎ = Estimated distance required to move from point n on the map to the destination point 

(heuristic) 

𝑛 = distance of a node 

(𝑛) = lowest estimated cost 

(𝑛) = cost from the initial node to node n 

ℎ(𝑛) = estimated cost from node n to the final node 

The classic A-star algorithm begins at the starting point, determines the cost of moving the 

current node to the beginning and finishing points within the evaluation function's limitations, 

and then expands radially to the target point. This is how the A* algorithm operates. It keeps 

pathfinding until it reaches the goal point, returning to the area around the beginning point when 

it comes across an obstacle(Liu et al., 2022). 

The A* algorithm's benefit is that it shortens path planning time by eliminating computation 

and data redundancy. The advantages of the enhanced A-star algorithm will become more clear 

as the environment gets more complicated(Liu et al., 2022). A-Star's benefit is in its utilization 

of a heuristic function for optimization, whereby each node is assigned a value that directs A-

Star towards achieving the intended outcome(Candra et al., 2021). Its effectiveness, ease of use, 

and adaptability are frequently cited as advantages over other instruments. Owing to its extensive 

and pervasive application, A* has emerged as a popular option among researchers attempting to 

resolve pathfinding issues(Foead et al., 2021). A*'s drawback, aside from its benefits, is that 

complex data, like the straight line distance to the node (final state), must be included in the 

graph(Wayahdi et al., 2021). 

The Dijkstra algorithm is a method for resolving the issue of determining the shortest path 

between vertex a and z with the least possible length. The purpose of this algorithm is to 

determine the quickest route and handle difficulties involving routes to specific 

locations(Firwanda et al., 2021). The Dijkstra algorithm calculates the shortest path by starting 

at the origin and going through the nearest point, the second point, and so forth. Finding the cost 

value that functions closest to the goal in a weighted graph is the fundamental notion behind the 

Dijkstra algorithm, which helps in path selection. For example, the Dijkstra algorithm determines 

all the minimum weights from each point, where points represent buildings and lines represent 

highways. This algorithm's general goal is to determine the shortest path between two points 

using the least amount of weight (Wulandari & Sukmasetya, 2022).  

The advantage of the resolution mechanism in the Dijkstra Algorithm lies in the process, 

namely the initial process of selecting which point will be the distance weight at the node which 

in the next development stage searches for the origin from one point to another and to the next 
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point gradually until finding the final node that is intended as the intended point (Bismi et al., 

2021). 

3. Analysis Stage 

At this stage there are two activities, which are described as follows. 

a. Do combinations 

At this stage, a combination of all location points, including the main branch office, 

consumer addresses, and branch route locations (which will later be called nodes) from the 26 

existing location points, is carried out. An example of a combination result is where A visits B, 

then A visits C, then A visits D, or B visits D, and so on.  

Table 3. The Code Creates a Combination of Nodes 

from itertools import combinations 

# Take all combinations of 26 nodes 

nodes = df['Nodes'].tolist() 

possible_paths_combinations = list(combinations(nodes, 2)) 

# Count the number of combinations  

num_possible_paths_combinations = len(possible_paths_combinations) 

print(f"The number of combinations of 26 nodes is: 

{num_possible_paths_combinations}") 
 

Based on Table 3, using the combinations library from itertools can be used to calculate 

how many combinations are obtained from 26 nodes. The combined results show that there are 

325 one-way routes. 

b. Find the distance 

After carrying out the combination process of all nodes, all possible routes are searched for 

their respective distances. From Table 4, The Haversine formula is used to compute the distance 

(in kilometers) between two geographic coordinate points using the haversine function. 

Table 4. The Code Calculates the Distance between Nodes 

def haversine(lat1, lon1, lat2, lon2): 

    R = 6371.0  # Earth radius in kilometers 

    lat1_rad = np.radians(lat1) 

    lon1_rad = np.radians(lon1) 

    lat2_rad = np.radians(lat2) 

    lon2_rad = np.radians(lon2) 

    dlon = lon2_rad - lon1_rad 

    dlat = lat2_rad - lat1_rad 

    a = np.sin(dlat / 2)**2 + np.cos(lat1_rad) * np.cos(lat2_rad) * 

np.sin(dlon / 2)**2 

    c = 2 * np.arctan2(np.sqrt(a), np.sqrt(1 - a)) 

    distance = R * c 

    return distance 
 

Add a "Distance" column to the far right of the combination dataframe and use haversine 

to determine the distance between two points using the coordinates obtained from the 

combination results. The distance between the start and finish nodes is calculated, and the result 

is shown in Table 5. 
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Table 5. Dataframe Distance between Nodes 

Initial Node End Node Distance 

A B 0.721666 

A C 0.969056 

A D 0.488750 

A E 0.348262 

A F 0.821422 
 

4. Implementation Stage 

At this stage there are three activities, which are described as follows. 

a. Graph creation 

The process of creating a graph functions as a path identifier on a map based on a collection 

of points/nodes and edges/sides of the path, where each edge is connected to one or two nodes. 

This is because graphs are used to represent discrete objects and the relationships between these 

objects(Gede, 2018). Of course, you need a route and a map to use to analyze which route is the 

closest. 

Referring to Figure 2, route creation is done using the Folium library as a form of route 

visualization on the map. The first thing to do is define the coordinates of each node in dictionary 

form and define the branch points and their travel distances which are known from the distance 

search process. The short code is shown in Table 6. 

Table 6. The Code Defines the Coordinates and Defines the Graph 

nodes_coordinates = { 

 'A': (-6.919792, 107.606014), 

 'B': (-6.915593, 107.601029), 

 'C': (-6.927422, 107.610256), 

 'D': (-6.924132, 107.606715), 

 'E': (-6.916932, 107.604728), 

 'F': (-6.927167, 107.606442), 

} 

Graph_nodes =  { 

    'A': [('G',0.06865401351946396)], 

    'B': [('X', 0.07995765678973407),('W', 0.09688326322152979)], 

    'C': [('P', 0.14602782197057906)], 

    'D': [('K', 0.18835720901514427)], 

    'E': [('S',0.43637261732217836 ), ('Y',0.12742801993764627)], 

    'F': [('O', 0.0681578548022687), ('Q',0.06342159328376686)], 

} 
 

Table 6 on the left shows that A is connected to G, then B is connected to X and W, and so 

on. Meanwhile, Table 6 at the bottom shows the definitions of the coordinates of each node and 

so on (G-Z). After that, routes can be created using looping and using previously defined 

coordinates. Table 7 shows the code created to create a graph on the map. 
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Table 7. The Code Creates a Route on the Map 

import folium 

m = folium.Map(location=[0,0], zoom_start=2) 

for node, connections in Graph_nodes.items(): 

    node_coord = node_coordinates[node]  

    folium.Marker( 

        location=node_coord, node_coordinates 

        popup=node, 

        icon=folium.Icon(color='blue') 

    ).add_to(m) 

 

    for edge in connections: 

        connected_node = edge[0]   

        connected_node_coord = node_coordinates[connected_node]   

        folium.PolyLine( 

            locations=[node_coord, connected_node_coord],   

            color='black' 

        ).add_to(m) 

 
b. Search for euclidean values 

Following the completion of the node combination procedure, the distances of every 

feasible path are looked up. By comparing location distances and using the A* algorithm, users 

can find the closest place by utilizing Euclidean distance, which is the difference between two 

locations in space and the basis for pendulum rotation(Marcelina & Yulianti, 2020). Euclidean 

is related to the Pythagorean Theorem. The application of the Euclidean formula is as follows. 

𝑑𝑖𝑠𝑡(𝑥, 𝑦)  =  √∑ (𝑥𝑖 − 𝑦𝑖)2𝑛
𝑖−1    (3) 

Where: 

xi (latitude) = latitude lines leading from the equator (0) to the south pole, or the equator to the 

north pole (angle 0-90 and 0 -90). 

yi (longitude) = longitude is a horizontal line such as from the equator. The angle 0 (Greenwich) 

towards Hawaii is 0-180, while the opposite is from 0 to -180. 

 

Based on Table 8, the code used to calculate the Euclidean value is using a heuristic 

function. The goal of each route is from node A back to node A. So node A can be defined as a 

goal node. 

Table 8. The Code Looks for Euclidean Values 

goal_node = 'A' 

def heuristic(n): 

    node_lat, node_lon = df.loc[df['Nodes'] == n, ['Latitude_Node', 

'Longitude_Node']].values[0] 

    goal_lat, goal_lon = df.loc[df['Nodes'] == goal_node, 

['Latitude_Node', 'Longitude_Node']].values[0] 

    return np.sqrt((node_lat - goal_lat) ** 2 + (node_lon - 

goal_lon) ** 2) 
 

Then calculations are carried out using the Python programming language for Euclidean 

values. Then a Euclidean value is generated for each node. The dataframe of the Euclidean values 

found is in Table 9. 
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Table 9. Euclidean Value Dataframe 

Nodes Distance 

A 0.000000 

B 0.006518 

C 0.008730 

D 0.004396 

E 0.003136 
 

c. Implementation of the A* algorithm for route optimization 

A graph search is performed in order to determine a path from the starting node to the 

destination node. Tracing is usually done by following the edges of connecting links between 

nodes as seen in Figure 3. The steps for using A* can be carried out with selected sample nodes, 

namely P, Q, R, F, N, M, and O. 

 

Figure 3. Graph Sample 

The steps for implementing A* are as follows. 

1. Initialization: node R is the origin and node P is the destination. The blue number is the 

distance or g(n) while the green number is the heuristic value or h(n). 

2. Repeat the steps below: 

a. From the open set, find the node (n) with the lowest f(n) value. Specifically, the only 

path that may be taken is from R to Q. 

b. Move the point from the open set to the closed set or f(n) R-Q has been calculated and 

Q becomes the last node calculated. 

c. Check the neighbors of the selected point, namely between Q to R, Q to M or Q to F: 

(i) If it has never been checked, add it to the open set and calculate the cost so far (g(n)) 

and the estimated cost to the endpoint (h(n)). In this case, Q to M and Q to F have not 

been checked, so they will be checked. (ii) If it is already in open set, check if the new 

line is cheaper. If yes, update the path information. Q to M and Q to F are checked and 

Q to F has the cheapest path. (iii) If it is already in closed set, ignore it or check whether 

the new path is better. If so, move it back to open set and update the path information. 

In this case it is Q to R which has previously been calculated and used. 

d. There are no pathways possible if the open set is empty. Recreate the path from the end 

point to the beginning using the best path noted during the search if an end point is 

located. 

e. Repeat these steps until you find the end point. 

3. Stop the loop if: 

a. If there are no more points in the "open set" list that need to be checked (meaning there 

are no possible paths). 

b. If the endpoint has been successfully found (then the shortest path has been found). 
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At this stage, if the graph and Euclidean values have been created, the next step is to apply the 

A* algorithm with the Python programming language. 

Table 10. A* Formula Implementation Code in Python 

while len (open_set) > 0: 

  n = None 

  for v in open_set: 

      if n == None or g[v] + heuristic(v) < g[n] + heuristic(n): 

           n = v 
 

The code considers the actual costs that have been found (g(n)) and the expected remaining 

costs towards the objective (heuristic(n)) when determining the next node to be searched. It bases 

this comparison on Table 10 and the value f(n) of each node that is still being considered.  

Determining a heuristic function that contains the Euclidean value for every node comes 

after the A* function has been run Table 11 shows a short code for defining the heuristic function. 

Table 11. The Code Defines the Euclidean Value of Each Node 

def heuristic(n): 

        H_dist = { 

        'A': 0.0, 

'B': 0.006517808373989492, 

'C': 0.008729917754483093, 

'D': 0.004396248514357359, 

'E': 0.003135824612445607, 

To implement Dijkstra with the same sample, the following steps are taken. 

1. Initialization: node R is the origin and node P is the destination. Set the initial distance to all 

nodes as infinity, except the distance to the origin node R which is set to zero. 

2. Algorithm steps: 

a. From R, choose the unexplored node that is the closest in distance. 

b. Move the node from the unprocessed set to the visited set. 

c. Examine the node you have selected's neighbors: Determine the updated distance for each 

neighbor by using the chosen node to connect the neighbor node to the origin. Update the 

distance and save the neighbor node as the node to be visited if the new distance is less 

than the predetermined distance. 

d. Repeat steps a-c until all nodes have been visited or the shortest distance to the destination 

has been found. 

The Dijkstra algorithm is implemented by the code in Table 14. 

Table 12. Implementation of Dijkstra's Algorithm 

def dijkstra(graph, start, goal): 

    open_list = [] 

    heapq.heappush(open_list, (0, start)) 

    came_from = {} 

    g_score = {node: float('inf') for node in graph} 

    g_score[start] = 0 
 

5. Evaluation Stage 

At this stage, there are three activities, which are described as follows. 
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a. Comparison of algorithms 

The A* method and the Dijkstra algorithm are compared concerning the compute time, CPU use, 

and the final route distance. 

b. Creating a GUI (Graphical User Interface) 

GUI creation is carried out with the aim of interactive use of computer software. Therefore, 

Python can be used to create GUIs that can be run in code editors. The Tkinter library is a 

standard GUI widget for creating Python interfaces. Tkinter is a graphics library that can make 

it easier to create graphics-based programs(Fajri et al., 2020).  The code for importing the Tkinter 

library is in Table 13. 

Table 13. The code imports the Tkinter library 

import tkinter as tk 
 

c. Displays the route on the map 

To see an interactive visualization of the route taken, the Folium library is used to create a route 

line. The route line will be created from the departure route and the return route line to A. 

 

RESULTS AND DISCUSSION 

In order to determine the average value of each algorithm and increase the validity of the generated 

data, the route search algorithm can be evaluated by comparing the outcomes of ten algorithm routes that 

have the same beginning and ending places. The comparison results are in Table 14. 

Table 14. Comparison of Route Finding Algorithms 

Routes Time (ms) CPU (%) 

A* Dijkstra A* Dijkstra 

1 0.000000 0.011999 4.40 4.00 

2 0.001000 0.029999 4.70 5.80 

3 0.000000 0.031000 3.50 9.20 

4 0.000000 0.015000 5.10 3.30 

5 0.001004 0.064006 3.50 7.30 

6 0.001000 0.041246 4.80 5.40 

7 0.000000 0.018998 8.90 3.10 

8 0.001018 0.049004 9.90 21.00 

9 0.000000 0.052006 6.60 10.20 

10 0.000000 0.017002 4.20 3.60 

Average 0.0004022 0.033026 5.56 7.29 

The identical object from the starting node, the destination node, and the path and distance produced 

by both algorithms are used to compare A* and Dijkstra. Table 14 shows that A* can determine the nearest 

route search process time faster with an average time of 0.0004022 ms compared to Dijkstra which is 

0.033026 ms. This is also supported by the results of the smallest average CPU usage, which is 5.56% 

compared to Dijkstra which is 7.29%. 

This research implements a Graphical User Interface (GUI) which allows interactive visualization 

of routes on a map in a web browser. Through the application of mapping technology, this GUI allows 

users to enter starting points, stopping points and ending points, displaying the route visually. The 

evaluation carried out is to compare the distance between the available routes and the routes obtained from 

A*. The results and discussion of this research support the usefulness of this application in providing 

customizable route information and facilitating travel decision making and A* evaluation. 

 

http://dx.doi.org/10.35671/telematika.v17i2.2860


Telematika – Vol. 17, No. 2, August (2024) pp. 95-111 ISSN 2442-4528 (Online)  | ISSN 1979-925X (Print) 

 

107 http://dx.doi.org/10.35671/telematika.v17i2.2860  

 

1. Graphical User Interface (GUI) 

The GUI that has been designed is shown in Figure 4.  

 

Figure 4. GUI to Determine the Closest Route to A* 

In Figure 4, there is a filling form. The initial form is the initial node input. Then the second form 

can be used if there is more than one visit. The user can input other nodes. If there is more than one 

node, separate them with commas without spaces. Then for the last form is the final destination of the 

location. Then the "Search Route" button can be done after the form has been completely inputted. 

Filling out the form is as shown in Figure 5. Namely the starting location is A, then visiting S and L as 

stops, and the final destination is K. 

 

Figure 5. GUI after inputting location on form 

Figure 5 shows that the shortest departure route obtained is A-G-Z-Y-E-S-R-Q-M-L as the 

departure route with a distance of 3.03 km, then continuing to L-K as the route to the final destination 

with a distance of 0.08 km. The total distance is the sum of the departure distance and the return distance, 

namely 3.11 km. 

After filling in the form on the GUI and pressing the "Search Route" button, apart from the results 

listed on the GUI, another result is the visualization of the routes created by redirecting to the web 

browser. 
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Figure 6. Routes created by A* 

Figure 6 is the result of a route created using A*. Red markers indicate visited places namely A, 

S, L, and K, while green markers are other nodes. The blue line shows the path obtained to reach all 

nodes. The route is the result of visualization of the route findings according to the results listed on the 

GUI. Overall, the route becomes one road where the departure route is combined with the return route, 

namely A-G-Z-Y-E-S-R-Q-M-L-K. 

  

2. Distance Evaluation 

To evaluate whether the route determined by A* is correct with the shortest distance, a comparison 

is needed between the total distance of the route chosen by A* and other distance routes. There are 

several samples used for evaluation, namely the starting point at A, stopping points at S and L, and the 

final point at K. Some of the possible routes to fulfill the sample are as in Table 15. 

Table 15. Possible routes and distances 

No Sample Rute Distance (km) 

1 
Sample 1 

(A*) 

Departure route A-G-Z-Y-E-S-R-Q-M-L 3,03 

Return route L-K 0,08 

Total distance 3,11 

2 Sample 2 

Departure route A-G-Z-Y-E-S-R-Q-F-O-N-M-L 3,26 

Return route L-K 0,08 

Total distance 3,34 

3 Sample 3 

Departure route A-G-Z-Y-X-B-W-V-U-T-S-R-Q-M-L 4,46 

Return route L-K 0,08 

Total distance 4,54 

4 Sample 4 

Departure route A-G-Z-Y-X-B-W-V-U-T-S-R-Q-F-O-N-M-L-K 4,69 

Return route L-K 0,08 

Total distance 4,77 
 

From Table 15, based on the route from point A to S then to L, and finally to K, the route chosen 

by the A* algorithm has the shortest total distance, namely a route of 3.11 kilometers. Meanwhile, other 

routes have longer distances. Namely, Sample Route 2 has a distance of 3.34 km. Sample Route 3 has 

a distance of 4.54 km. Sample Route 4 has a distance of 4.77 km. 

The study's findings offer a clearer knowledge of how the A* algorithm is used in the logistics 

sector, particularly in one of the cities of Bandung's logistics companies, to determine the quickest path 

for pickup and delivery services. The comparison between the route chosen by the A* algorithm and 

other routes demonstrates the effectiveness of the research findings, which point to the A* algorithm's 

ability to locate the shortest path. By using the A* algorithm, the resulting routes tend to be more 

http://dx.doi.org/10.35671/telematika.v17i2.2860


Telematika – Vol. 17, No. 2, August (2024) pp. 95-111 ISSN 2442-4528 (Online)  | ISSN 1979-925X (Print) 

 

109 http://dx.doi.org/10.35671/telematika.v17i2.2860  

 

efficient in terms of distance traveled, which is an important factor in optimizing pickup and delivery 

services. 

Aside from that, the planned GUI implementation was carried out effectively and should facilitate 

couriers in determining the shortest path while providing unambiguous information about the distance 

covered.  The successful implementation of GUI shows the potential of technology to increase the 

operational efficiency of pickup and delivery services in the logistics industry. 

 

CONCLUSIONS AND RECOMMENDATIONS  

The most efficient route—in this example, the shortest one—for pickup and delivery services from 

a logistics company in Bandung City is determined by this study using the A* (A-star) algorithm. Compared 

to Dijkstra, the A* algorithm shows less CPU usage, which is 5.56% compared to Dijkstra, which is 7.29%. 

This is also supported by a faster computing time, which is 0.0004022 ms, compared to Dijkstra, which is 

0.033026 ms. From the results obtained, if the user comes from position A, namely KCU Bandung, then 

stops at S and L, then the final point is at K, then the departure route generated using Algorithm A* is A–

G–Z–Y–E–S–R–Q–M –L as the departure route and L–K route as the return route. The total distance found 

was 3.11 kilometers. Compared to other alternative routes, the route selected using the A* algorithm has a 

shorter route. Where Sample route 2 has a distance of 3.34 km. Sample Route 3 has a distance of 4.54 km. 

Sample Route 4 has a distance of 4.77 km. A comparison between the route chosen by the A* algorithm 

and other possible routes demonstrates the effectiveness of the algorithm in determining the shortest path. 

However, this study also has several limitations. First, this research only considers the distance 

factor in determining the shortest route, while other factors such as travel time or traffic conditions are not 

considered. It is advised to conduct additional studies in the future to determine how well the A* algorithm 

performs while determining the shortest path while taking into account changes in traffic patterns or other 

barriers. Furthermore, it is possible to investigate the inclusion of variables like trip duration or fuel prices 

in order to present a more comprehensive image of the ideal route selection. In doing so, studies can offer 

a more thorough understanding of the benefits and constraints of the A* algorithm in actual situations with 

intricate traffic and mobility issues. 
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